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Abstract: - The productivity of software development processes has been the subject of extensive research over the past few decades. Given 

the broad scope of the topic, even establishing a definitive definition for productivity has posed a challenge. This paper aims to investigate 

the influence of both repository structure and branching strategy on software productivity, a relatively unexplored area of study. As the 

choice of branching strategy is made early in the development process, its impact can be substantial on overall productivity. The findings 

of this study reveal that high productive projects tend to favour Multi repository structures over Mono repository ones. Moreover, highly 

productive projects predominantly adopt branching strategies such as Github Flow and GitFlow, as opposed to the Trunk-based approach. 

The analysis also encompasses various metrics including commit count, branch count, and programming languages utilized in the 

development process. With the help of those analysis a new approach for the calculation of productivity level and the estimation of 

development period have been proposed. By utilizing this robust dataset, this study provides objective insights into the impact of repository 

structure and branching strategy on software productivity. 
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I.  INTRODUCTION 

This research explores software development productivity by examining various aspects, including repository 
structure, and branching strategies. The upcoming chapter will discuss different approaches to measure productivity 
and focus on three primary branching strategies in modern Distributed Version Control Systems (DVCs): Trunk-
based, GitFlow, and GitHub Flow [1]. 
The Trunk-Based strategy, popular on GitHub, is noted for its simplicity and efficiency. It relies on a single 
deployable master branch, simplifying the development process by avoiding multiple branches. In contrast, the 
GitFlow strategy is more intricate, involving multiple branches like Master, Develop, Feature, and Hotfix for 
organized development and effective collaboration. 
GitHub Flow, a simpler variation of GitFlow, primarily uses a Master branch and feature branches, facilitating 
modular and iterative development. Features are developed independently and merged back into the Master branch 
through pull requests. 
The paper aims to clarify its findings by addressing four key questions, which will succinctly convey the primary 
outcomes of the research. 
RQ 1: Which branching strategy is more preferred by high and low productive projects? 
RQ 2: Is there any relation between development period and team size with productivity of projects? 

II. RELATED WORK 

The project productivity was one of the most important research topics for several decades and it is still a highly 
debated topic among both academic and industrial communities. Each paper in this topic tries to give its own 
definition for the terms of “project productivity” and measures it according to the different parameters or 
characteristics of the project. For example, paper [2] describes productivity as a ratio of product size to project 
effort:  

                                                    Productivity = Size / Effort                                                 (1) 

However, this method obviously cannot be implemented to all types of projects when there is no connection 
between the size of the project and the effort spent to develop it. Such scenarios can be seen especially in web 
projects. Also, this type of productivity can force developers to create a huge size of projects which have no real 
value. Using this approach paper [3] improves it and creates a new formula for the calculation of productivity: 

                       Productivity = AdjustedSize / Effort                                         (2) 

In the formula (2) AdjustedSize is includes only those size measures that together have a significant relationship 
with effort. This approach, basically similar to the previous one, measures productivity according to the effort spent. 
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However, they add some exceptions like maintenance jobs and other work which is not included in this concept. 
But this approach was created in 2004 and the software and web development environment have changed a lot since 
back then. That's why this approach cannot be accepted as fully accurate nowadays.  
Quality: They use LGTM [4] for measuring quality of code. Applying machine learning makes this approach a 
more reliable approach than others but using only commits as measurement can be accepted as its main weakness. 
Here we have to mention that using commits for productivity measurement is a pretty popular choice among most 
of the papers which we have seen so far. For example, papers [5], [6] and [7] use the total amount of commits as a 
project’s productivity.  
Paper [7] also tries to show the role of branching strategies in productivity. Analysis done on nearly 3000 projects 
but none of the branching strategies have been considered. Instead of that they checked the overall properties of the 
branching strategy.     

III. METHODOLOGY 

3.1. Data  

The database [8] comprises a comprehensive collection of over 50,000 projects, encompassing both Mono 
repository and Multi repository structures. Among these projects, there are 16,958 Multi repositories and 33,594 
Mono repository projects. Each project is stored as a JSON format file, containing vital information about the 
project and its corresponding repository.  

3.2. Productivity   

Numerous methodologies for measuring productivity have been extensively discussed in the preceding chapter. 
Notably, a majority of these methodologies rely on a limited set of project parameters to determine productivity. In 
this study, we adopt the approach employed in [9]. There are several compelling reasons for this choice: 
● The selected approach leverages a more comprehensive set of project details, offering a distinct advantage 
in terms of accuracy and reliability compared to alternative methodologies. 
● The researchers in [9] specifically utilized open-source projects from the GitHub platform, aligning it well 
with the nature of our database. 
In [9], the authors employ three distinct models to identify active bursts, namely Maximal Sum Segments [10], 
Kleinberg Burst Detection [11], and Hidden Markov Model [12]. 
Before checking their approach authors used additional evaluation metrics in order to be able to compare all three 
approaches. The authors aim to evaluate the bursts generated by the aforementioned models by comparing them to 
a lexically coherent segmentation of the project timeline using Beeferman et al. [13]'s Pk as the metric of 
comparison. As it is written in the paper [9] an alternative method involves analysing the communication among 
project developers and identifying consecutive days with similar conversation topics as "lexically coherent bursts". 
These bursts of activity, which closely resemble the identified lexical segments, not only indicate high levels of 
activity but also suggest work towards similar objectives, thereby representing a cohesive unit of work. The model 
of lexical cohesion that we utilize is a widely recognized text segmentation technique called Text Tiling [14]. 

 
Figure 3.2.1 Burst stream of Mono repository project. 

States exhibiting activity values below a specified threshold were categorized as "low active," while those 
surpassing the threshold were classified as "active." For each project, the days assigned the "active" state were 
recorded. Subsequently, a consecutive sequence of these "active days" was grouped together to form a burst, with 
a maximum gap of 3 days allowed between each subsequent active day. By creating bursts in this manner, the 
project's activity timeline is divided into distinct segments characterized by bursts of activity, facilitating 
meaningful comparisons with burst segmentations.  
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IV. RESULTS 

We present a detailed overview of the statistical results obtained from our analysis. These findings offer compelling 
evidence regarding the relationship between burst lengths and productivity states, enabling us to draw meaningful 
conclusions about the efficiency and effectiveness of different projects. Furthermore, our measurements provide 
valuable insights into the role of various project parameters in shaping productivity outcomes. 

4.1 Usage percentage of three main branching strategies in different categories of productivity levels.  

The choice of branching strategy in software development projects has a significant impact on their productivity. 
In this section, we examine the usage percentages of the three main branching strategies, namely Trunk-based, 
Github Flow, and GitFlow, across different categories of productivity levels in Mono and Multi Repository projects. 
The following statistics, derived from Table 4.1, shed light on the relationship between the repository structure and 
the productivity of the projects. 

Table 4.1 Percentage share of 3 main branching strategies in Mono and Multi Repository projects 

 High Productive Low Productive Non-Productive 

Mono Repository 

Trunk-Based: 33.2 % 

Github Flow: 45.8 % 

GitFlow: 21.0 % 

Trunk-Based: 61.4 % 

Github Flow: 30.3 % 

GitFlow: 8.2 % 

Trunk-Based: 85.2 % 

Github Flow: 12.0 % 

GitFlow: 2.7 % 

Multi Repository 

Trunk-Based: 16.1 % 

Github Flow: 45.3 % 

GitFlow: 38.6 % 

Trunk-Based: 44.2 % 

Github Flow: 36.6 % 

GitFlow: 19.3 % 

Trunk-Based: 73.8 % 

Github Flow: 17.1 % 

GitFlow: 9.1 % 

In Mono Repository projects, Table 4.1 reveals distinct preferences in branching strategies across different 
productivity levels. High productive projects predominantly adopt the Github Flow strategy (45.8%), followed by 
Trunk-based (32.3%) and GitFlow (21%) strategies. In contrast, low productive projects favour the Trunk-based 
approach (61.4%), with Github Flow (30.3%) and GitFlow (8.2%) being less prevalent. Non-productive projects 
overwhelmingly prefer the Trunk-based strategy (85.2%), with minimal use of Github Flow (12.0%) and GitFlow 
(2.7%), highlighting a trend towards straightforward, agile methods in less productive contexts. 
In Multi Repository projects, Table 4.1 illustrates varied preferences in branching strategies across productivity 
levels. High productive projects mainly use Github Flow (45.3%), followed by GitFlow (38.6%) and Trunk-based 
(16.1%) strategies. Low productive projects show a preference for Trunk-based (44.2%), Github Flow (36.6%), and 
GitFlow (19.3%). In nonproductive projects, Trunk-based strategy is most prevalent (73.8%), with lesser use of 
Github Flow (17.1%) and minimal adoption of GitFlow (9.1%), indicating a trend towards more straightforward, 
agile approaches in less productive scenarios. 

4.2  Comparison of development period and team size in different branching strategies according to the 
productivity level. 

As we have discussed commit count to see the workload in different branching strategies and productivity levels 
there is also needed to see two major parameters: development period and team size. These factors are highly 
important during the planning phase of software development and can help developers to save huge amounts of 
time and effort and work more productively.  

4.2.1 Mono Repository 

 
Figure 4.1 Scatter Plot of Development period and Team size with different productivity values in Mono repository projects. 
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Figure 4.1 shows that most of the highly productive projects have a development period lower than 1000 days 
which is approximately 3 years, and the most popular team size is between 3-20. Of course, the team size and 
development period are dependent on several factors which are not possible to measure. But this real-world data 
still gives us important results which have not been observed before.  

4.2.2 Multi Repository 

 
Figure 4.2 Connection Development period and Team size with different productivity values for Multi repository projects. 

Figure 4.2 shows that similar results also can be observed in Multi repository projects. In this case also high 
productive projects have much shorter development periods than low productive ones. It lets us assume that both 
Mono and Multi repository projects have similar preferences about development period and team size in order to 
be more productive.  

V. MODEL TRAINING 

5.1 Machine Learning Model for Productivity level.  

According to the found relationships between different parameters of repository and its productivity it is possible 
to propose new method for the calculation of productivity level. There are four main types of features in our 
database: 

• String format: Repository name, repository types, branching strategy and so on. 

• Text format: Description of repository, commit comments and so on. 

• Integer format: Commit count, branch count, developer count and so on. 

• Date format: Creation date of repository, commit date and so on. 

Not all of these features are suitable for our model. For example, the features like “contributors”, “branches”, “pull 

requests”, “issues”, “issue comments”, “pull request comments”, “events” and “commits”. All of these features 

contain a list of dictionaries with several values inside like content of features, data of added content and so on. In 

most of the cases only the count of these features has been used. This approach has been chosen in order to simplify 

the feature generation process.  

Table 4.1 Accuracy results of model training process. 

Model Accuracy Precision Recall F1 Score 

Logistic Regression 0.9003 0.8125 0.9019 0.8533 

Decision Tree 0.6802 0.4952 0.6705 0.5765 

Random Forest 0.9344 0.8410 0.9274 0.8948 

Support Vector Machine 0.6397 0.4732 0.6221 0.5255 

As it can be seen from the Table 4.1 trained models gives us high accuracy results with Random Forest being the 

most suitable in our case. This approach has several advantages over the previous case. First of all, since it is using 

the parameters like branching strategy, team size, development period and so on this model can be implemented 

almost all type of project and repositories. Secondly after creating this model researchers can easily use, it for other 

projects as well.  
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5.2 Machine Learning Model for Development period. 

Development period of the project can be one of the essential parameters during both planning and development 

phase. After analysing the connection between development period and other parameters of projects it become 

evident that a ML model can be used for the estimation. Our approach here is much more similar with the previous 

case.  

As it was in previous case about the prediction of productivity in this approach it is also very important to choose 

the correct set of features for the best result. Some of the features which have been mentioned in previous cases 

contain much more complex structure than needed for our model. That’s why those features have been modified. 

The dataset provided information on several aspects of the GitHub projects. The features used for the model were 

selected based on their potential relevance to the development period. These features included: 

• Number of Commits 

• Number of Contributors 

• Number of Branches 

• Number of Pull Requests 

• Number of Issues 

• Productivity (High, Low, None) 

• Branching Strategy (Trunk-Based, GitFlow, Github Flow) 

The machine learning model employed for this task was the Random Forest Regressor. This model was chosen for 

its robustness to overfitting and its ability to handle a wide range of data types and complex relationships within the 

data.  

The target variable, initially provided in days, was converted to represent the development period in months. This 

conversion was done to align the predictions more closely with typical project planning timelines, which are often 

measured in months. Furthermore, to simplify the interpretation of the results, the development periods were 

rounded to whole months for the final predictions. 

The model's performance was evaluated using three key metrics: Mean Absolute Error (MAE), Mean Squared Error 

(MSE), and the coefficient of determination (R-squared). The results were as follows: 

• Mean Absolute Error (MAE): 3.40 months. 

• Mean Squared Error (MSE): 52.42 months² 

• R-squared (R²): 0.441 

These results indicated a low level of error, with the model predicting the development period, on average, with an 

error of approximately 3.40 months. The R² value was medium, indicating that the model significantly explains the 

variability in the development periods of the projects. 

VI. 6. DISCUSSION 

RQ 1. Which branching strategy is more preferred by high and low productive projects?  

Results of low productive and high productive projects shows that Trunk-based approach has nearly 30% value 
while Github Flow and GitFlow have values 46% and 21% respectively. It means that the Trunk-based approach 
still has its place among high productive projects, but it is not the same amount as Github Flow one. Github Flow 
has 30% in low and 46% in high productive projects which show first of all it is significant popularity among real 
world projects and also being the most preferred branching strategy for high productive projects. The value of 
GitFlow is much smaller even than Trunk-based strategy but there is little information which has to be considered. 
The prevalence of Trunk-based projects in databases outweighs the number of GitFlow projects, indicating that a 
substantial proportion of projects utilizing GitFlow are either highly productive or low in productivity. This 
observation can be attributed to the intricate nature of the GitFlow branching strategy, which necessitates its 
implementation primarily in professional and mission-critical projects.  

RQ 2: Is there any relation between development period and team size with productivity of projects? 

The relationship between team size, programming language, and productivity in different repository structures is 
understudied, as noted in Paper [9]. Existing research often focuses on Agile methodologies or team motivation, 
overlooking team size and development period. This study examines their correlation with project productivity. 

Mono Repository: 

Figure 4.1's scatter plot shows the relation between team size and development period in Mono repository projects. 
Combining results for Github Flow and GitFlow, it reveals that high productive projects typically have development 
periods under 2 years and team sizes below 15, a trend consistent in low productive projects. These projects, being 
open source, commonly have smaller teams. Projects exceeding 2 years in development are often less productive. 

Multi Repository: 
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Contrasting with Mono repositories, Figure 4.2 shows Multi repository projects generally have longer development 
periods, as indicated by the scatter plot's wide dispersion of high productive project points. While team sizes are 
similar to Mono repositories, high productive Multi repository projects are marked by notably longer development 
periods. 

VII. CONCLUSION. 

The paper delves into the impact of branching strategies in software development, particularly in relation to project 
productivity within Mono and Multi repository structures. It reveals that most non-productive projects 
predominantly use the Trunk-based branching strategy, despite its limitations, particularly in handling new features 
and code issues. In contrast, more productive projects demonstrate a diverse use of strategies, with Github Flow 
(46%) and GitFlow (21%) being more prevalent than the Trunk-based approach. This diversity underscores the 
effectiveness of Github Flow in high-productivity scenarios, while the complex GitFlow strategy, though less 
common, is significant in professional and mission-critical projects. Additionally, the paper explores the 
relationship between team size and development period in these projects. It finds that for Mono repository projects, 
most high-productivity cases have development periods under 2 years with team sizes below 15, a pattern attributed 
to the nature of open-source projects. In contrast, Multi repository projects often have longer development periods, 
suggesting that despite similar team sizes, these projects require more time, likely due to their increased complexity. 
This comprehensive analysis offers valuable insights into the dynamics of branching strategies and team 
composition in relation to project productivity. 
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